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Introduction

An annotated bibliography of papers, reports and books on topics pertaining to ISO/IEC/IEEE 42010:2011 (revision of the former IEEE Std 1471:2000). Originally prepared for ISO/IEC JTC1/SC7 WG42, the Architecture Working Group of the Systems and Software Engineering Subcommittee of ISO. Currently the bibliography is undergoing a major update as ISO/IEC/IEEE 42010 is being revised. The current draft is a work-in-progress; it has many new entries, but these are not necessarily complete.

The bibliography includes 1) items which were inspirations for the Standard; 2) items citing or about the Standard or its development; and 3) items inspired by or built upon the Standard and its concepts.

Note: with version 4.x, we switch to producing the bibliography using the biblatex package. There may be errors.

Please send corrections and additions to r.hilliard@computer.org.

References


Annotations: -. 
Abstract: Several approaches adopted by the software engineering community rely on the principle of multi-modeling which allows to separate concerns and to model a system as a set of less complex sub-models. Model composition is a crucial activity in Model Driven Engineering (MDE). It is particularly useful when adopting a multi-modeling approach to analyze and design software systems. In previous work, we have defined a view-based UML profile called VUML. In this paper, we describe a formal approach for model composition in which we consider the composition as an algebraic operator on the set of UML-compliant models. We specify the semantics of our composition operator by means of graph transformations. Furthermore, we present a composition scheme interpreted by a two-steps composition process based on two strategies of correspondence and merging. To illustrate our approach, we apply it to the composition of UML class models diagrams into one VUML model class diagram.


Annotations: ArchiMate provides definitions of a number of architecture viewpoints, and provides a useful classification scheme for viewpoints.


Abstract: In this paper, we deal with crosscutting concerns in systems architecting. Examples of such concerns are safety or performance. They have a wide application or influence in the overall system. Designing for a separation of concerns means factoring out crosscutting concerns into separate modular units. For modular representation of crosscutting concerns, both for design and implementation, so-called aspects have been proposed in object-oriented software engineering. These are modules potentially able to encapsulate software or design artifacts treating an otherwise crosscutting concern. We argue for the use of aspects in architectures of general systems.


Annotations: Single-Underlying-Model (SUM) based software engineering environments are founded on the principle of dynamically generating all required descriptions and visualizations of software systems on demand from a single underlying information source rather than by storing them decentrally as separately-persisted artifacts. It is possible to implement such environments using traditional two-level modeling tools, but for them to achieve their full potential we believe they need to be built on a multi-level modeling infrastructure that can support (a) the definition of model content across arbitrary ontological classification levels, (b) the addition of new domain-specific modeling features without the need to change the linguistic meta-model and (c) flexible support for various forms of content visualization and editing in a uniform, coherent and interchangeable way. In this paper we present such a multi-level modeling infrastructure and describe its use in the construction of a prototype SUM-based software engineering environment called nAOMi.

Ziv Baida. Stakeholders and Their Concerns In Software Architectures. Keywords: software architecture, information systems. 2001. DOI: 10.1.1.98.4250.

Annotations: –.

Abstract: An architect who writes an architecture document is not the only one involved in the process of building the architecture. And many more people are involved in the process of information systems development, which can be seen as a chain of activities, one of which is building the architecture. All these people are influenced by the decisions the architect makes when writing his architecture document. As a result, all these people must be taken into consideration when writing the architecture document. This paper is about identifying these people and the type of their involvement in the process.


Annotations: An eloquent argument for the need for specialized viewpoints in architectural description: “Unfortunately, in contrast to building architectures, we have yet to agree on what the appropriate software structures and views should be and how to represent them. One of the reasons for the lack of consensus on structures, views, and representations is that software quality attributes have matured (or are maturing) within separate communities, each with their own vernacular and points of view.”


Annotations: -.

Abstract: A previous study, run by some of the authors in collaboration with practitioners, has emphasized the need to improve architectural languages in order to (i) make them simple and intuitive enough to communicate effectively with project stakeholders, and (ii) enable formality and rigour to allow analysis and other automated tasks. Although a multitude of languages have been created by researchers and practitioners, they rarely address both of these needs.

In order to reconcile these divergent needs, this paper presents an approach that (i) combines the rigorous foundations of model-driven engineering with the usability of semantic wikis, and (ii) enables continuous synchronization between them; this allows software architects to simultaneously use wiki pages for communication and models for model-based analysis and manipulation. In this paper we explain how we applied the approach to an industry-inspired case study using the Semantic MediaWiki wiki engine and a model-driven architecture description implemented within the Eclipse Modeling Framework. We also discuss how our approach can be generalized to other wiki-based and model-driven technologies.

Eduardo Barra, Anabel Fraga, and Juan Llorens. “The Symbiosis between View and Aspect”. In: First Workshop on Aspects in Architectural Description in Conjunction with Sixth International Conference on Aspect-Oriented Software Development. Ed. by P. Clements et al. Keywords: early aspects, architecture viewpoint, architecture view, architecture description. 2007.

Annotations: Reasoning frameworks have several properties similar to architecture viewpoints.

Abstract: Determining whether a system will satisfy critical quality attribute requirements in areas such as performance, modifiability, and reliability is a complicated task that often requires the use of many complex theories and tools to arrive at reliable answers. This report describes a vehicle for encapsulating the quality attribute knowledge needed to understand a system’s quality behavior as a reasoning framework that can be used by nonexperts. A reasoning framework includes the mechanisms needed to use sound analytic theories to analyze the behavior of a system with respect to some quality attribute. This report defines the elements of a reasoning framework and illustrates the reasoning framework concept by describing several reasoning frameworks and how they realize these elements.


Annotations: -.


Abstract: Software architectures are key enabling assets within organizations that develop complex software systems. Among other purposes, software architectures are useful to maintain intellectual control over a software product. We propose a method to continuously check the consistency between a specified architecture model and structural information reverse engineered from the code. We develop criteria that a design language for architectures should fulfill and show that an ontology based description has substantial benefits over the standard modeling languages MOF/UML/OCL. Using ontologies allows the explicit modelling of architectural styles as well as concrete system structures in a single architecture design language. The resulting specifications are modular, compositional and evolvable. Using ontologies we can apply an ontology reasoner to implement consistency checks. Our method integrates previously separate checks such as checking for allowed dependencies and coding style into a single framework and enables more powerful and flexible analyses.


F. Bergomi et al. “Beyond Traceability: Compared Approaches to Consistent Security...

Abstract: As military and civil software-intensive information systems grow and become more and more complex, structured approaches, called architecture frameworks (AF), were developed to support their engineering. The concepts of these approaches were standardised under ISO/IEC 42010, Systems and software engineering — Architecture description. An Architecture Description is composed of Views, where each View addresses one or more engineering concerns. As mentioned in the standard, a multi-viewpoint approach requires the capacity to capture the different views, and maintain their mutual consistency. This paper addresses primarily the problem of integrating a model-based security risk assessment view to the mainstream system engineering view(s) and, to a lesser extent, the problem of maintaining the overall consistency of the views. Both business stakes and technical means are studied. We present two specific approaches, namely CORAS and Rinforzando. Both come with techniques and tool support to facilitate security risk assessment of complex and evolving critical infrastructures, such as ATM systems. The former approach offers static import/export relationships between artefacts, whereas the latter offers dynamic relationships. The pros and cons of each technical approach are discussed.


Annotations: Addresses consistency issues for a limited class of viewpoints, focused primarily on component/connector viewpoint and structural correspondences including what the authors refer to as control, physical, software, and hardware architectural styles: containment, attachment and binding. CC is used to form a base architecture, which is then decorated via various model (kinds). Introduces a notion, strong consistency, between views and architectures analogous to the Whole System principle in 42010.

Abstract: Current methods for modeling, analysis, and design of cyber-physical systems lack a unifying framework due to the complexity and heterogeneity of the constituent elements and their interactions. Our approach is to define relationships between system models at the architectural level, which captures the structural interdependencies and some semantic interdependencies between representations without attempting to comprehend all of the details of any particular modeling formalism. This paper addresses the issue of defining and evaluating consistency between architectural views imposed by various heterogeneous models and a base architecture (BA) for the complete system. This notion of structural consistency ensures that the model elements adhere to the cyber and physical types and the connections between components present in the BA, which serves as the unifying framework for model-based development. Consistency checking between a model and the underlying system architecture is formulated as a typed graph matching problem between the connectivity graphs of the corresponding architectural view and the system’s BA. The usefulness of the approach to check system modeling assumptions is illustrated in the context of two heterogeneous views of a quad rotor air vehicle.

Annotations: Proposes to extend the IEEE 1471 conceptual model with “semantic models” and architecture signatures to bridge the gap between business process models and enterprise architectures.


Abstract: This position paper makes the following claims that, in our opinion, are worthwhile to discuss at the workshop. 1) The first phase of software architecture research, where the key concepts are components and connectors, has matured the technology to a level where industry adoption is wide-spread and few fundamental issues remain. 2) The traditional view on software architecture suffers from a number of key problems that cannot be solved without changing our perspective on the notion of software architecture. These problems include the lack of first-class representation of design decisions, the fact that these design decisions are cross-cutting and intertwined, that these problems lead to high maintenance cost, because of which design rules and constraints are easily violated and obsolete design decisions are not removed. 3) As a community, we need to take the next step and adopt the perspective that a software architecture is, fundamentally, a composition of architectural design decisions. These design decisions should be represented as first-class entities in the software architecture and it should, at least before system deployment, be possible to add, remove and change architectural design decisions against limited effort.


Annotations: Describes a framework and formalization of relations and compositions between architectural models (and views).


Annotations: Presents a taxonomy of mechanisms for view relations.


Abstract: We propose an model-based approach to address safety and security assessment of a system architecture. We present an integrated process where system engineers design the model of the system architecture, safety and security engineers specify the propagation of failures and attacks inside each component of the architecture using their dedicated tool. They also define the failure modes that have to be merged from both disciplines. The underlying analyses are then performed using Alloy. We instantiate this approach with the system engineering tool Melody from Thales, and the risk analysis supporting tool Safety Architect from All4Tec. We illustrate this work on a system that implements a landing approach of an aircraft.


Abstract: When engineering complex systems, models are typically used to represent various systems aspects. These models are often heterogeneous in terms of modeling languages, provenance, number or scale. As a result, the information actually relevant to engineers is usually split into different kinds of interrelated models. To be useful in practice, these models need to be properly integrated to provide global views over the system. This has to be made possible even when those models are serialized or stored in different formats adapted to their respective nature and scalability needs. Model view approaches have been proposed to tackle this issue. They provide unification mechanisms to combine and query various different models in a transparent way. These views usually target specific engineering tasks such as system design, monitoring and evolution. In an industrial context, there can be many large-scale use cases where model views can be beneficial, in order to trace runtime and design-time data, for example. However, existing model view solutions are generally designed to work on top of one single modeling technology (even though model import/export capabilities are sometimes provided). Moreover, they mostly rely on in-memory constructs and low-level modeling APIs that have not been designed to scale in the context of large models stored in different kinds of data sources. This paper presents a general solution to efficiently support scalable model views over heterogeneous modeling resources possibly handled via different modeling technologies. To this intent, it describes our integration approach between a model view framework and various modeling technologies providing access to multiple types of modeling resources (e.g., in XML/XMI, CSV, databases). It also presents how queries on such model views can be executed efficiently by benefiting from the optimization of the different model technologies and underlying persistence backends. Our solution has been evaluated on a practical large-scale use case provided by the industry-driven European MegaM@Rt2 project that aims at implementing a runtime
design time feedback loop. The corresponding EMF-based tooling support, modeling artifacts and reproducible benchmarks are all available online.


Abstract: Architectural descriptions representing and modeling the architecture of a system or parts thereof are typically used in the engineering disciplines to plan, develop, maintain, and manage complex systems. Primarily originating from construction engineering, the means of architecting and architectural descriptions have been successfully transferred to related disciplines like software engineering. While a rich and formal theory on conceptual modeling exists as well as frameworks on how to approach architectural descriptions, e.g. the ISO standard 42010, only few attempts have yet been made to integrate the prescriptions and guidelines from these sources into a formal architectural description framework. In this paper, we establish such a framework against the background provided by the ISO standard 42010 by formally defining the terms concern, view, viewpoint, and architectural description. Further, an outlook discusses potential application areas of the framework.


Annotations: –.


Annotations: Describes an integrated development environment (IDE) for physical system architecting using concepts of IEEE 1471.

Antonio Cicchetti, Federico Ciccozzi, and Thomas Leveque. “A hybrid approach for multi-view modeling”. In: *Electronic Communications of the EASST* 50 (2011). Keywords: multiple
views, separation of concerns, model-driven engineering, model synchronization, pp. 1–12. URL: http://www.easst.org/eceasst/.

Annotations: A hybrid to the usual Projective–Synthetic distinction; synthetic: each view is implemented as a distinct metamodel and the overall system is obtained as synthesis of the information carried by the different views; projective: end-users are provided with virtual views made up of selected concepts coming from a single base metamodel by hiding details not relevant for the particular viewpoint taken into account.

Abstract: Multi-view modeling is a widely accepted technique to reduce the complexity in the development of modern software systems. It allows developers to focus on a narrowed portion of the specification dealing with a selected aspect of the problem. However, multi-view modeling support discloses a number of issues: on the one hand consistency management very often has to cope with semantics interconnections between the different concerns. On the other hand, providing a predefined set of views usually results as too restrictive because of expressiveness and customization needs. This paper proposes a hybrid solution for multi-view modeling based on an arbitrary number of custom views defined on top of an underlying modeling language. The aim is to benefit from the consistency by-construction granted by well-defined views while at the same time providing malleable perspectives through which the system under development can be specified.


Abstract: Architectures come about through forces and needs other than those captured in traditional requirements documents. A business goal expresses why a system is being developed and what stakeholders in the developing organization, the customer organization, and beyond aspire to achieve through its production and use. Business goals can provide the rationale for requirements and help identify missing or superfluous requirements. Business goals can also influence architectures directly, even without affecting requirements at all. A business goals viewpoint can help architects and organizations capture their business goals in a precise and unambiguous form, which in turn will help architects design systems that are more responsive to organizational needs.


Ryan Crichton et al. “An Architecture and Reference Implementation of an Open Health Information Mediator: Enabling Interoperability in the Rwandan Health Information Exchange”. In: Foundations of Health Information Engineering and Systems. Ed. by Jens Weber and Isabelle Perseil. Vol. 7789. Lecture Notes in Computer Science. Keywords: interoperability; national health information system architecture; enterprise service bus; health in-
Abstract: Rwanda, one of the smallest and most densely populated countries in Africa, has made rapid and substantial progress towards designing and deploying a national health information system. One of the more challenging aspects of the system is the design of an architecture to support: interoperability between existing health information systems already in use in the country; incremental extension into a fully integrated national health information system without substantial re-engineering; and scaling, from a single district in the initial phase, to national level without requiring a fundamental change in technology or design paradigm. This paper describes the key requirements and the design of the current architecture using the ISO/IEC/IEEE 42010 standard architecture descriptions. The architecture takes an Enterprise Service Bus approach. A partial implementation and preliminary analysis of the architecture is given. Since these challenges are experienced by other developing African countries, the next steps involves creating a generic architecture that can be reused for health information exchange in other developing African countries.


Annotations: Uses IEEE 1471 concepts to conduct knowledge engineering on multidisciplinary course and curriculum design.


Annotations: Tackles issues of inter-view consistency via unification in a multiple viewpoint setting based on RM-ODP.

Abstract: There have been a number of proposals to split the specification of large and complex systems into a number of inter-related specifications, called viewpoints. Such a model of multiple viewpoints forms the cornerstone of the Open Distributed Processing (ODP) standardisation initiative. We address two of the technical problems concerning the use of formal techniques within multiple viewpoint models: these are unification and consistency checking. We discuss the software engineering implications of using viewpoints, and show that object encapsulation provides the necessary support for such a model. We then consider how this might be supported by using object-oriented variants of Z.


Annotations: Symphony is a viewpoint-driven approach to reconstruction of software architectures.

Davide Di Ruscio et al. “Model-driven techniques to enhance Architectural Languages Interoperability”. In: 15th International Conference on Fundamental Approaches to Software Engineering (FASE). Keywords: ADLs, MDE. 2012.
Annotations: -.

Annotations: Uses IEEE 1471 conceptual framework as starting point for an ontology of complex communications and quality of service.


Annotations: This paper proposes the use of a basic viewpoint as a basis for defining and relating viewpoints for distributed application design.

Abstract: The architectural design of distributed enterprise applications from the viewpoints of different stakeholders has been proposed for some time, for example, as part of RM-ODP and IEEE 1471, and seems now-a-days to gain acceptance in practice. However, much work remains to be done on the relationships between different viewpoints. Failing to relate viewpoints may lead to a collection of viewpoint models that is inconsistent and may, therefore, lead to an incorrect implementation. This paper defines an approach that helps designers to relate different viewpoints to each other. Thereby, it helps to enforce the consistency of the overall design. The results of this paper are expected to be particularly interesting for Model Driven Architecture (MDA) projects, since the proposed approach can be used for the explicit definition of the models and relationships between models in an MDA trajectory.

Annotations: The use of concerns in IEEE 1471 derives from the phrase separation of concerns in software engineering. The earliest use of this phrase appears to be in this 1974 paper by Dijkstra: “Let me try to explain to you, what to my taste is characteristic for all intelligent thinking. It is, that one is willing to study in depth an aspect of one’s subject matter in isolation for the sake of its own consistency, all the time knowing that one is occupying oneself only with one of the aspects. We know that a program must be correct and we can study it from that viewpoint only; we also know that it should be efficient and we can study its efficiency on another day, so to speak. In another mood we may ask ourselves whether, and if so: why, the program is desirable. But nothing is gained—on the contrary!—by tackling these various aspects simultaneously. It is what I sometimes have called “the separation of concerns”, which, even if not perfectly possible, is yet the only available technique for effective ordering of one’s thoughts, that I know of. This is what I mean by ‘focussing one’s attention upon some aspect’: it does not mean ignoring
the other aspects, it is just doing justice to the fact that from this aspect’s point of view, the other is irrelevant. It is being one- and multiple-track minded simultaneously.”


Annotations: –.


Annotations: Describes ArchiMate’s approach to the definition and presentation of enterprise architecture viewpoints, a classification of viewpoints; based upon the IEEE 1471 frame of reference.


Annotations: Defines a process for software architects, using the IEEE 1471 model as a foundation. Provides a viewpoint template and viewpoint catalog including: Requirements, Functional, Deployment, Validation, Application, Infrastructure, Systems Management, Availability, Performance, Security; and the work products (model kinds) used in each.


Annotations: First account of the goals and requirements for IEEE 1471.


Abstract: This paper describes experiences with several architectural frameworks. An “architectural framework” specifies what is included in the description of an architecture, independent of the specific system being described. The three frameworks are the U.S. DoD C4ISR Architecture Framework, the associated Core Architecture Data Model and the emerging IEEE Recommended Practice on Architecture Description. From these experiences, we speculate on the further evolution of architecture frameworks and architectural descriptions.


Annotations: One of the architectural methods motivating the development of IEEE 1471.


Annotations: Overview of the joint IEEE and ISO revision.


Romina Eramo et al. “A model-driven approach to automate the propagation of changes among Architecture Description Languages”. In: Software & Systems Modeling 11.1 (2012). Keywords: ADLs, MDE, pp. 29–53.


Annotations: Argues for the synthetic approach to view and model composition with examples of non-functional concerns from systems engineering.

Abstract: Non-functional properties (NFPs) concern various characteristics of a system (cost, power, QoS). These characteristics belong to different models of the system, built by different design teams, using different formalisms. Therefore, the design of a system includes a number of domain-specific modeling languages, used to express various NFPs. This paper focuses on the heterogeneity of the points of view on the system. We show that “multi-view” approaches which do not rely on a unique underlying model appear better-suited to express NFPs than model weaving or annotations. However, existing approaches in this category do not yet support model execution. We introduce a multi-view extension to Mod-Hel’X, a framework for executing heterogeneous models, and we show how it can be used for modeling non-functional characteristics of a system and expressing NFPs. A key point of this approach is that it relies only on the core concepts of ModHel’X, but uses them in new ways.

Rik Farenhorst and Remco C. de Boer. Architectural knowledge management: supporting architects and auditors. VU University, 2009.

Annotations: Two dissertations on architectural knowledge, built on the IEEE 1471 ontology. Yields useful insights into architectural decisions incorporated into ISO/IEC 42010 revision.


Annotations: –.
Annotations: Using architecture concepts from IEEE 1471 to explore collaboration.


Annotations: First introduction of stakeholder into management thinking.

Annotations: One of the sources motivating the introduction of the notion of stakeholder into IEEE 1471.


Annotations: –.

Matthias Galster, Paris Avgeriou, and Dan Tofan. “Constraints for the design of variability-intensive service-oriented reference architectures – An industrial case study”. In: Information and Software Technology 55.2 (2013). Keywords: reference architecture, variability.
Annotations: –.


Annotations: Defines fourteen architecture viewpoints for use with UML.

Holger Giese and Alexander Vilbig. “Separation of non-orthogonal concerns in software architecture and design”. In: Software & Systems Modeling 5.2 (2006). Keywords: separation of concerns; software architecture; consistency; behavior synthesis; design by contract, pp. 136–169. ISSN: 1619-1366. DOI: 10.1007/s10270-005-0103-4.
Abstract: Separation of concerns represents an important principle for managing complexity in the design and architecture of large component-based software systems. The fundamental approach is to develop local solutions for individual concerns first, and combine them later into an overall solution for the complete system. However, comprehensive support for the integration of interdependent, possibly conflicting concerns related to synchronization behavior is still missing. In our work, we propose a sound
solution for this complex type of composition, employing well-known UML description techniques as well as a rigorous formal model of component synchronization behavior. Based on this foundation, we describe a constructive synthesis algorithm which reliably detects conflicting concerns or generates a maximal synchronization behavior for software components with multiple interactions. An optimized implementation of the algorithm has been integrated into a CASE tool to illustrate feasibility and scalability of the presented technique to the example of a moderately large case study.


Annotations: –.


Annotations: Suggests constructs distinct from process modeling toward the definition of a ‘business’ or ‘commerce’ viewpoint.


Annotations: Multiple viewpoint modeling for commerce-related architectural concerns.


Annotations: Surveys 23 architecture frameworks and proposes 9 dimensions for classifying frameworks: Type of information, Scope, Detail level, Stakeholder, Transformation, Quality attribute, Meta level, Nature and Representation.


Annotations: “Aspects are high-level groupings of cross-cutting concerns. Concerns are interests in a system relevant to one or more stakeholders. The identified aspects are[::]
“Facets are views on CPS encompassing identified responsibilities in the system engineering process. There are three identified facets: Conceptualization, Realization, and Assurance.”


Qing Gu et al. “3D Architecture Viewpoints on Service Automation”. In: Journal of Systems and Software 86.5 (May 2013). Keywords: viewpoints, pp. 1307–1322. DOI: 10.1016/j.jss.2012.12.035.

Annotations: Introduces three viewpoints: Decision, Degree and Data for framing service automation concerns in architecting service-based applications.


Annotations: –.


Christophe Guychard et al. “Conceptual interoperability through Models Federation”. In: Semantic Information Federation Community Workshop. Keywords: complex systems, viewpoints. Miami, United States, Oct. 2013. URL: https://hal.archives-ouvertes.fr/hal-00905036.

Abstract: Successful architecting of complex systems requires reconciling heterogeneous viewpoints expressed by the stakeholders involved in the development process, including domain and technical experts, users and managers. Most of the time, each concern is analyzed by experts using well-fitted specific tools to produce their point of view on a solution. This results in a set of models with various technical spaces, formalisms and paradigms. Ensuring global consistency, maintaining traceability and building cross-concerns views in that context is challenging. In order to address this issues, we initiated the development of a tooling that provides support for building conceptual views expanding upon existing models and tools. It has been applied to uses cases such as: model composition across technical spaces, heterogeneous (meta)models alignment and keeping models in sync. In this paper, we introduce the models federation approach to conceptual interoperability that drives the development of our innovative modeling engine.

Keywords: viewpoint, concerns, decisions. IEEE Computer Society, Apr. 2015, pp. 123–126.

Annotations: “extend[s] the decision Forces Viewpoint to capture detailed design context descriptions, and add features for tagging the architecture description elements to facilitate identification of commonality, classification, and specialization.”


Annotations: –.


Annotations: -.


Abstract: Software architecture is the result of a set of architecture decisions. Unfortunately, there is currently no commonly accepted approach to architecture decision modeling. Existing approaches do not satisfy all stakeholder concerns in decision description; they do not optimally support the architecting process, and they do not integrate well with the rest of the architecture documentation, which is usually arranged in multiple architectural views. This dissertation reports on multiple empirical studies conducted to understand better the decision making process in practice. The core contribution is a framework for architecture decisions, following the conventions of the international architecture description standard ISO/IEC/IEEE 42010. The framework consists of five interrelated viewpoints, each of which being dedicated to satisfying different stakeholder concerns in architecture decisions. The viewpoints of the framework can be used individually, or in combination, to describe the architecture decisions made in a software project. To find out if decision viewpoints can support designers in making rational decisions, we conducted a comparative multiple-case study with four groups of senior software engineering students. The results confirm that students who create decision views according to the viewpoint definition explore and evaluate candidate architectural solutions more systematically than student groups who do not use the decision framework. Finally, this dissertation reports on a lightweight decision-centric architecture evaluation method, which uses viewpoints from the decision framework. The method uncovers and evaluates the rationale behind the most important architecture decisions made in a software project, considering all relevant forces that must be addressed by the decisions.

Abstract: In this paper, we introduce a documentation framework for architecture decisions. This framework consists of four viewpoint definitions using the conventions of ISO/IEC/IEEE 42010, the new international standard for the description of system and software architectures. The four viewpoints, a Decision Detail viewpoint, a Decision Relationship viewpoint, a Decision Chronology viewpoint, and a Decision Stakeholder Involvement viewpoint satisfy several stakeholder concerns related to architecture decision management.

With the exception of the Decision Stakeholder Involvement viewpoint, the framework was evaluated in an industrial case study. The results are promising, as they show that decision views can be created with reasonable effort while satisfying many of the stakeholder concerns in decision documentation.


Annotations: -.


Annotations: Discussion of some open issues with respect to the use of IEEE 1471, after its standardization.


Annotations: Discusses impact of adopting IEEE 1471 on The Open Group’s Architecture Framework (TOGAF).


Abstract: This paper sketches an approach to using aspects for architectural description within the conceptual framework of IEEE 1471. I propose a definition of architectural aspect within that framework and examine its consequences and motivations. I show that architectural aspects can be accommodated within the current conceptual framework of IEEE 1471 without modification; and outline extensions to the framework which could be candidates for further standardization work, or incorporated into aspect-oriented architectural methods.


Annotations: The C4ISR Architecture Framework was a proposed approach to documenting architectures for the DoD. This memo provides detailed comments on version 1.0 of the framework. Subsequent versions of the framework are now known as the DoD Architecture Framework (DoDAF). The latest version has not fixed the problems cited in this memo.


Annotations: An early attempt to apply some of the ideas of IEEE 1471 to systems engineering.


Annotations: -.

(ASE 2010). Keywords: viewpoints, ADLs, MDE. 2010. URL: http://megaf.di.univaq.it/.

Annotations: Describes tools to support definition of architecture frameworks and their viewpoints based on 42010 model.

Abstract: -.


Annotations: One of the architecture methods motivating IEEE 1471’s approach.


Anton Jansen, Jan Bosch, and Paris Avgeriou. “Documenting after the fact: Recovering architectural design decisions”. In: *Journal of Systems and Software* 81 (2008). Keywords: software, architecture recovery, design decisions, pp. 536–557.

Annotations: –.

Abstract: Software architecture documentation helps people in understanding the software architecture of a system. In practice, software architectures are often documented after the fact, i.e. they are maintained or created after most of the design decisions have been made and implemented. To keep the architecture documentation up-to-date an architect needs to recover and describe these decisions.
This paper presents ADDRA, an approach an architect can use for recovering architectural design decisions after the fact. ADDRA uses architectural deltas to provide the architect with clues about these design decisions. This allows the architect to systematically recover and document relevant architectural design decisions. The recovered architectural design decisions improve the documentation of the architecture, which increases traceability, communication, and general understanding of a system.


Abstract: Although aspect-oriented programming is becoming popular, support for the independent description of aspect designs and for the incremental design of aspects themselves has been neglected. A conceptual framework for the design of aspects is presented, where aspects are viewed as augmentations that map an existing design into a new one with changes or additions. The principles of a Concern Architecture model are defined both to group designs of aspects, and to make explicit their dependencies and potential interferences in the design of a system with multiple aspects. The aspects are described generically, where any design element can be either required or provided. The required elements resemble formal parameters, and their binding to an existing design shows the context in which the provided parts are to modify that design. Overlap and a partial order among aspects and concerns are visualized in a Concern Architecture Diagram. An instantiation of the ideas as a UML profile is outlined, and the design of a digital sound recorder is used to demonstrate the utility of the approach.


Abstract: Support for the incremental design of aspects themselves has been neglected, even as the use of aspects in conjunction with underlying systems is gaining acceptance. The ways in which aspects can cooperate or interfere with each other need to be made explicit at the design level. An aspect architecture, a new software architecture viewtype, is proposed, and its general principles are explained. An instantiation for extending UML is described, where designs of aspects provide maximal flexibility, and a new concern diagram is provided to show how aspects can be combined to treat different concerns of a system. An example shows aspect architecture views of a digital sound recorder.


Annotations: –.


Annotations: Builds upon the IEEE 1471 ontology to develop a set of 158 guidelines for improving the readability of IT architectures. Proposes a method to define IEEE 1471 viewpoints. Also surveys 23 architecture frameworks and presents 9 base dimensions that structure architecture descriptions: Type of information, Scope, Detail level, Stakeholder, Transformation, Quality attribute, Meta level, Nature and Representation.


Max E. Kramer. “A Generative Approach to Change-Driven Consistency in Multi-View Modeling”. In: 11th International ACM SIGSOFT Conference on Quality of Software Architectures (QoSA), Montreal, QC. Keywords: view, viewpoint, consistency. 2015, pp. 129–134. DOI: 10.1145/2737182.2737194.


Annotations: Key inspiration for the IEEE 1471 conceptual model and its documentation as a UML class diagram.
Annotations: Leading example of a multiple view-based software architectural method, and a motivating case for IEEE 1471.


Philippe Kruchten, Rafael Capilla, and Juan Carlos Dueñas. “The Decision View’s Role in Software Architecture Practice”. In: IEEE Software 26.2 (March–April 2009), pp. 36–42. DOI: 10.1109/MS.2009.52.
Annotations: Traces the historical evolution of thinking about software architecture representation and advocates a decision viewpoint cross-cutting other architectural views.


Patricia Lago et al. “The Road Ahead for Architectural Languages”. In: IEEE Software 32.1 (Feb. 2015). Keywords: ADLs, MDE, pp. 98–105.


M. Lankhorst. 6 ways to organize your architecture models (parts 1 and 2). Bizzdesign blog. Mar. 2018. URL: https://bizzdesign.com/blog/6-ways-to-organize-your-architecture-models-part-1/.
Annotations: Ways to organize a model repository (not an AD): by business domain, information domains, technology stacks; by current- vs future-state; model content vs views of that content (assuming a projective stance!); define naming and other modeling conventions; establish an editorial board; define responsibilities, access rules, user groups and procedures.

Annotations: Gartner builds on the IEEE 1471 definition of architecture to its relevance to Enterprise Architecture.

Annotations: Overview of Gartner’s Enterprise Architecture Framework in which they "adopted an aspect-oriented approach to our framework, deliberately compatible with
IEEE 1471... [defining] three interdependent viewpoints: a business viewpoint, which is concerned with the processes and organization of the business; an information viewpoint, which is concerned with the information that runs the enterprise; and a technology viewpoint, which is concerned with the hardware and software components that support the enterprise. The aspect-oriented approach allows for the articulation of additional viewpoints, should the organization require them.”.


Abstract: The ODP Reference Model defines the way a system specification is structured into a number of inter-related viewpoints, but it does not constrain the specification process. However, applying ODP in a model-driven context requires some commitment to a series of transformation activities, and, in these, the viewpoints are used in different ways. In particular, the technology viewpoint can enter into transformations in a number of different ways, depending on the style and target of the system specification. This paper considers a number of different scenarios, comparing the transformations needed and the resulting assertions about conformance; as a result, it identifies a number of design choices, relating to different fields of application, and shows that these can usefully be made explicit in describing the available system design options.


Annotations: –.

Abstract: The growing complexity of software engineering leads to the use of separation of concerns, i.e. enable to consider manageable sub-systems while keeping an overview of the whole system. The domain variability involved in these system design imply: (i) to compose multiple heterogeneous metamodels dedicated to each domain, (ii) to handle cross-domain consistency of the model produced in isolation, (iii) and to tame the multiplicity of concrete artefact available in the solution space of each domain. To adress these challenges, we offer in this thesis an approach encompassing three contributions: - an isolation-compliant composition which benefits from Service Oriented Architecture (SOA) integration. Each domain metamodel is embedded in a service exposing the rel-
evant behavior through an interface designed and used by domain experts; a business rule engine handling the interaction between domains and detecting cross-domain inconsistency to provide relevant feedback to resolve it; a feature-based characterization of the products variability allowing to concretize each sub-system toward concrete artifacts. The contributions are applied on the sensor data visualization use case. We validate (i) the need for domain isolation preservation on a dashboard design project, then we quantify (ii) the overhead of the service encapsulation, (iii) the impact of the externalization of domain interactions, (iv) the effort required from the experts and the integrator. Finally, we proceed to a user experiment to measure the gain during the concretization of a sub-system, and the impact on the user satisfaction on the resulting visualization widgets.

Sihem Loukil et al. “AO4AADL: Aspect oriented extension for AADL”. In: Central European Journal of Computer Science 3.2 (2013). Keywords: ADL, aspects, software, pp. 43–68.

Abstract: From the abstract: “Traditional ADLs do not normally provide appropriate formalisms to separate any kind of crosscutting concerns. This frequently results in poor descriptions of the software architectures and a tedious adaptation to constantly changing user requirements and specifications. AOSD (Aspect Oriented Software Development) deals with these problems by considering crosscutting concerns in software development...

In this paper, we propose a new aspect language called AO4AADL that adequately manipulates aspect oriented concepts at architecture level in order to master complexity and ensure scalability. The abstract nature of our proposed language allows the generation of aspect code for several programming languages and platforms.”


Annotations: A technical overview of IEEE 1471 and discussion of its applicability to systems architecture.


Annotations: Overview of IEEE 1471 after its publication.


Mark W. Maier and Eric B. Wendoloski. Weather Satellite Constellation As-Is and To-Be Ar-

Annotations: –.


Annotations: -.


Annotations: –.


Annotations: Proposes architecture diagrams to express architecture styles. An architecture diagram consists of a set of component types, a cardinality function and a set of connector motifs. Connector motifs are non-empty sets of generic ports that must interact. A connector motif defines a set of possible configurations, where a configuration is a set of connectors.

Abstract: Architecture styles characterise families of architectures sharing common characteristics. We have recently proposed configuration logics for architecture style specification. In this paper, we study a graphical notation to enhance readability and easiness of expression. We study simple architecture diagrams and a more expressive extension, interval architecture diagrams. For each type of diagrams, we present its semantics, a set of necessary and sufficient consistency conditions and a method that allows to characterise compositionally the specified architectures. We provide several examples illustrating the application of the results. We also present a polynomial-time algorithm for checking that a given architecture conforms to the architecture style specified by a diagram.


Abstract: The documentation of software architecture is carried out in many different ways. One method is to break up the description into separate perspectives that address the different concerns that stakeholders have with software architecture. These perspectives, sometimes called viewpoints, can contain multiple diagrams to describe the complete system. Various models have been proposed that detail viewpoints and specify the stakeholders and concerns that they will satisfy. In this paper we survey five viewpoint models to determine the extent to which they cover the software architecture domain. We attempt to identify a set of viewpoints from different models can be combined to provide the widest possible coverage. We found that no model has complete coverage, but an
optimal set of viewpoints can be selected from the models. This optimal set, whilst not providing complete coverage, has a greater coverage than any of the individual viewpoint models.


Abstract: Software architecture is widely presented in multiple architectural views in order to address different concerns of stakeholders and to minimize complexities of presenting architecture in one model. Using multiple architecture views raised the problem of inconsistencies as views are interrelated and overlap with one another. This paper proposes a framework to help checking inconsistencies between architectural views. We firstly define the types of inconsistencies that might occur between multiple architectural views and then we propose a framework for checking inconsistencies between them. At the end a case study is provided to evaluate the framework.


Annotations: composable: their semantics should not superimpose, or if this happens they should agree on the overlaps; compositional: there must exist a systematic way to assemble the semantics of concern specific views to obtain the semantics of the PIM as a whole.

Abstract: (excerpt) An effective MDE development environment should therefore subsume two distinct bodies of knowledge: the domain-specific one and its scientific complement. We are interested in devising a provably correct and affordable way to implement such an MDE environment.


Abstract: The use of parallelism enhances the performance of a software system. Its excessive use, however, can degrade the performance. In this paper we propose a parallelism viewpoint to optimize the use of parallelism by eliminating unnecessarily used threads in legacy systems. The viewpoint describes the parallelism behaviour of the system, which can be used to analyze for overheads associated with threads. We illustrate the proposed viewpoint with the help of an industrial case, a parallelism-intensive electron microscope software system. We use the viewpoint to analyze threads suitable to be replaced with a small sized thread pool in this system. Results show that the viewpoint provides a profound insight into the thread-model of the system that is required to reduce the parallelism. In the thread pool analysis, we found that more than 50% threads are underused. They were replaceable with a pool of approximately 11% of these threads.

Annotations: “The framework defines a set of three architecture viewpoints for building new CIS solutions: CI context viewpoint, CI technical realization viewpoint, and CI operation viewpoint.”


Annotations: Shows how relational calculus can be very powerful means for cross-view analysis.


Annotations: –.

Abstract: There are various software architecture viewpoint models but none of them provides optimum coverage of software architecture domain. Software architecture coverage is the coverage of concepts that are required to effectively design and analyze software architecture. An optimum set of viewpoints can be selected from different software architecture viewpoint models that provide maximum coverage of software architecture domain than an individual architecture model. In this paper, an optimum set of viewpoints is selected by comparing five commonly used software architecture viewpoint models namely 4+1 RM-ODP, SEI, Siemens and Rational ADS via a common comparison framework. These architecture models are compared on the evaluation criteria, i.e., viewpoints, stakeholders and quality attributes. This evaluation criterion is based on IEEE Standard 1471 Recommended Practice Architecture Description of Software-Intensive Systems. The resulting optimum set is validated in industry via multiple case studies, and the results show that the optimum set of viewpoints provide greater coverage than any of the viewpoint alone.


Annotations: –.


Annotations: –.


Annotations: –.
Abstract: Aspect-Oriented Modeling is aimed at reducing the complexity of models by separating its different concerns. In model-based development of embedded systems this separation of concerns is more important given the multiple non-functional concerns addressed by embedded systems. These concerns can include timeliness, fault-tolerance, and security to name a few. The Architecture Analysis and Design Language (AADL) is a standard architecture description language to design and evaluate software architectures for embedded systems already in use by a number of organizations around the world. In this paper we discuss our current effort to extend the language to include new features for separation of concerns. These features not only include constructs to describe design choices but also routines to verify the proper combination of constructs from different concerns. This verification includes techniques and tools from the formal methods arena integrated into the AADL development tool providing a seamless design flow. We believe that work in this direction is fundamental to tackle the potential combinatorial explosion problem of verifying the merging of multiple concerns into a final system.


Annotations: –.

Abstract: Aspect-Oriented approach was created to solve scattering and tangling issues generated by the implementation of crosscutting requirements in programming. This approach has been proposed in many research areas regarding the entire process of software development, from requirements and business process models to code generating. Enterprise Architecture (EA) allows structural organization of artifacts generated during Information Systems development and reflects relational view existent between the artifacts, but, in general, it disregards the crosscutting concerns existent between them. In this paper, we present a scenario of these concerns at EA level using the Zachman Framework.


Annotations: “SysML has extended the concept of view and viewpoint from UML to be consistent with the IEEE 1471 standard. In particular, a viewpoint is a specification of rules for constructing a view to address a set of stakeholder concerns, and the view is intended to represent the system from this viewpoint. This enables stakeholders to specify aspects of the system model that are important to them from their viewpoint, and then represent those aspects of the system in a specific view. Typical examples may include an operational, manufacturing, or security view/viewpoint.”


PPOOA: Processes Pipelines in Object-oriented Architectures. Keywords: ADFs, real-time, co-ordination, architecture styles. URL: http://www.ppooa.com.es/.


Abstract: The conceptual modelling of software architectures is of central importance for the quality of a software system. A rich modelling language is required to integrate the different aspects of architecture modelling, such as architectural styles, structural and behaviour modelling, into a coherent framework. We propose an ontological approach for architectural style modelling based on description logic as an abstract, meta-level modelling instrument. Architectural styles are often neglected in software architectures. We introduce a framework for style definition and style combination. The link between quality requirements and conceptual modelling of architectural styles is investigated. The application of the ontological framework in the form of an integration into existing architectural description notations such as ACME and UML-based approaches, and also service ontologies is illustrated.


Annotations: –.

Abstract: A large proportion of the requirements on embedded real-time systems stems from the extra-functional dimensions of time and space determinism, dependability, safety and security, and it is addressed at the software level. The adoption of a sound software architecture provides crucial aid in conveniently apportioning the relevant development concerns. This paper takes a software-centered interpretation of the ISO 42010 notion of architecture, enhancing it with a component model that attributes separate concerns to distinct design views. The component boundary becomes the border between functional and extra-functional concerns. The latter are treated as decorations placed on the outside of components, satisfied by implementation artifacts separate from and composable with the implementation of the component internals. The approach was evaluated by industrial users from several domains, with remarkably positive results.

John van des Pas and Geert-Jan van Bussel. “Embedding Privacy in ICT architectures.
The citizen as public stakeholder in ICT architecture development”. In: *Proceedings of the Amsterdam Privacy Conference*. Ed. by B. van der Sloot. Keywords: ICT, privacy, stakeholders, concerns, viewpoints. Oct. 2015.

Annotations: Discusses the role of architecture description in the formulation and protection of citizens’ privacy concerns.

L. Passos et al. “Static Architecture-Conformance Checking: An Illustrative Overview”. In: *IEEE Software* 27.5 (Sept. 2010). Keywords: software architecture, software metrics, static architecture, conformance checking, dependency-structure matrices, reflexion models, architectural constraint checking, pp. 82–89. DOI: 10.1109/MS.2009.117.

Abstract: In this article, the authors compare and illustrate the use of three static architecture-conformance techniques: dependency-structure matrices, source code query languages, and reflexion models. To highlight the similarities and differences between these three techniques, they describe how to apply some of the techniques’ available supporting tools to specify and check architectural constraints for a simple personal information management system.


Annotations: -.


D. Perovich, M.C. Bastarrica, and C. Rojas. “Model-Driven Approach to Software Architecture Design”. In: *Sharing and Reusing Architectural Knowledge (SHARK ’09)*. ICSE Workshop on. Keywords: model-driven architecture; architecture design methods; megamodelling. 2009, pp. 1–8. DOI: 10.1109/SHARK.2009.5069109.


Abstract: This thesis strives to propose a trade-off between automated and unsupported product derivation by providing a model-driven product line development method that allows developers to define product line members by transforming a coherent and layered set of product line models. Moreover, constraints on the possible transformations have to be specified in order to determine which products cannot be derived both for functional and technical reasons.

The first part of this thesis introduces the foundational concepts of our FIDJI method. In particular, it describes the notion of architectural framework as a set of models defining product line assets at analysis and design levels and which is instantiated in order to obtain product line members thanks to model transformations. This part then describes key methodological principles driving the choice of architectural framework models and how flexibility in product derivation can be achieved and controlled by constraints defined over the set of architectural framework models. [excerpt].

Annotations: Published version of their underground classic “Software Architectures”. Early motivation for use of multiple views in architecture description.


Annotations: Defines a set of architecture viewpoints conforming to ISO/IEC/IEEE 42010:2011; a meta model representing those viewpoints how ADLs may implement those viewpoints.


Nic Plum. “Using directed graphs to define viewpoints to keep a metamodel, an architecture framework and views using different modeling languages consistent”. In: Engineering Reports 2.6 (2020). Keywords: viewpoints, consistency, correspondences.

Annotations: –.


Annotations: Introduces the Delivery Breakdown Viewpoint to address concerns associated with cost estimation.


Annotations: –.

Abstract: A model is a formal description of a complex application artifact, such as a database schema, an application interface, a UML model, an ontology, or a message format. The problem of merging such models lies at the core of many meta data applications, such as view integration, mediated schema creation for data integration, and ontology merging. This paper examines the problem of merging two models given correspondences between them. It presents requirements for conducting a merge and a specific algorithm that subsumes previous work.


Annotations: Surveys the principles of architectural modeling from three angles: Modeling, Utility and Communication and works through case studies of two viewpoint frameworks: Kruchten’s 4+1 and RM–ODP, using consideration of concerns adapted from IEEE 1471.


Annotations: −.


Annotations: Earliest reference to first-class viewpoints in software engineering literature.


Annotations: Uses IEEE 1471 as part of its foundations.


Annotations: Adopts IEEE 1471 as a starting point. Defines a number of viewpoints and perspectives (cross-cutting viewpoints).


Annotations: Adopts IEEE 1471 as a starting point. Defines a number of viewpoints and perspectives (cross-cutting viewpoints).


Annotations: Proposes IPL which could serve as an approach to correspondences.

Abstract: Design and verification of modern systems requires diverse models, which often come from a variety of disciplines, and it is challenging to manage their heterogeneity – especially in the case of cyber-physical systems. To check consistency between models, recent approaches map these models to flexible static abstractions, such as architectural views. This model integration approach, however, comes at a cost of reduced expressiveness because complex behaviors of the models are abstracted away. As a result, it may be impossible to automatically verify important behavioral properties across multiple
models, leaving systems vulnerable to subtle bugs. This paper introduces the Integration Property Language (IPL) that improves integration expressiveness using modular verification of properties that depend on detailed behavioral semantics while retaining the ability for static system-wide reasoning. We prove that the verification algorithm is sound and analyze its termination conditions. Furthermore, we perform a case study on a mobile robot to demonstrate IPL is practically useful and evaluate its performance.


Annotations: From : 6.2.2 Introduces integration views To relate models and views, I introduce the concept of an integration viewpoint. This concept is inspired by the ISO standard 42010 [128] for architectural description, which uses viewpoints 77 as descriptions of each views (or persons) perspective. A similar interpretation of viewpoints has appeared in seminal works in software architecture and cyber-physical systems [32, 51, 83, 117]. In the context of model integration, a viewpoint consists of several entities that relate the elements in models and views. Intuitively, integration viewpoints serve two functions:

1. Define the aspects of the model that need to be extracted as view elements. For example, a timing viewpoint would describe what information is related to timing in models: delays, deadlines, execution times, and so on.

2. Create views from models. For example, a timing viewpoint would create a timing view from a model with timing-related information.

Abstract: Cyber-physical systems (CPS) incorporate digital (cyber) and mechanical (physical) elements that interact in complex ways. Many safety-critical CPS, such as autonomous vehicles and drones, are becoming increasingly widespread and hence demand rigorous quality assurance. To this end, CPS engineering relies on modeling methods, which use models to represent the system and design-time analyses to interpret/change the models. Coming from diverse scientific and engineering fields, these modeling methods are difficult to combine, or integrate, due to implicit relations and dependencies between them. CPS failures can lead to substantial damage or loss of life, and are often due to two key integration challenges: (i) inconsistencies between models contradictions in models that do not add up to a cohesive design, and (ii) incorrect interactions of analyses analyses performed out-of-order and in mismatched contexts, leading to erroneous analysis outputs. This thesis presents a novel approach to detect and prevent integration issues between CPS modeling methods during the design phase. To detect inconsistencies between models, the approach allows engineers to specify integration properties quantified logical statements that relate elements of multiple models in the Integration Property Language (IPL). IPL statements describe verifiable conditions that are equivalent to an absence of inconsistencies. To interface with the models, IPL relies on integration abstractions simplified representations of models for integration purposes. This thesis proposes two abstractions: views (annotated component-and-connector models, inspired by software architecture) and behavioral properties (expressions in model-specific property languages, such as the linear temporal logic). Combining these abstractions lets engineers relate model structure and behavior in IPL statements. To ensure correct interactions of analyses, I introduce analysis contracts a lightweight specification that captures inputs, outputs, assumptions, and guarantees for each analysis, in terms of the integration abstractions. Given these contracts, an analysis execution platform performs analyses in the order of their dependencies, and only in the contexts that guarantee correct outputs. My approach to integration was validated on four case studies of CPS modeling methods in
different systems: energy-aware planning in a mobile robot, collision avoidance in a mobile robot, thread/battery scheduling in a quadrotor, and reliable/secure sensing in an autonomous vehicle. This validation has shown that the approach can find safety-critical errors by specifying expressive integration properties and soundly checking them within practical constraints all while being customizable to heterogeneous models, analyses, and domains.


Annotations: -.


Annotations: Uses enterprise, functional, connectivity, communications, and information viewpoints and correspondences between them.


Annotations: -.

Abstract: Software architecture is conventionally concerned with the structures in a high abstraction level describing the main constituents of a software system. However, there seems to be no common agreement of what these structures exactly are. This paper acts as an attempt to define the viewpoints from which we see the structures. The rationale of having different viewpoints is reflected and a framework of the relationship between software architecture design and information systems development (ISD) methods is presented. The framework is based on the ideas found from method engineering and meta-
modelling. It is noted that the selection of viewpoints is contingent and based on the prevalent architectural practices in an organization and on the requirements from the project at hand. The paper includes a brief case study on the experiences from three different telecom-area software organizations that end up using different sets of viewpoints in their software process.


Annotations: Follow-on to Zachman, “A framework for information systems architecture”, and key paper for enterprise architecture frameworks.


Annotations: This paper describes an explicit viewpoint/style for recovery concern.


Annotations: This paper discusses the decomposition of an architecture based on the recovery style as well as the automatic generation of the code based on the selected architectural decomposition.


Annotations: Exploration of a number of modeling tenets, including: “A model is known only by its relationships with other models.”


Abstract: View/Viewpoint approaches like IEEE 1471-2000, or Kruchten’s 4+1-view model are used to structure software architectures at a high level of granularity. While research has focused on architectural languages and with consistency between multiple views, practical questions such as the structuring at a lower level of detail have not been dealt
with. This paper aims at filling this gap by reporting personal experiences from a very large scale industrial domain modeling project. There, structuring the logical view turned out to be a critical success factor. We explain the project and its setting, analyze the role and repercussions of model structuring, and examine the implications model structuring decisions have on other parts of the project. We then explain the model structure abstracted from a very large scale industrial modeling project. Finally, we discuss lessons learned.


Abstract: Despite several (accepted) standards, core notions typically employed in information technology (IT) architectures lack the precise and exact foundations encountered in logic, algebra, and other branches of mathematics. In this contribution we define the term “architecture” in a mathematically rigorous way. We motivate our particular choice by demonstrating (i) how commonly understood and expected properties of an architecture can be suitably defined or derived within our formalization, and (ii) how our concept is fully compatible with real life (business) architectures. Based on our fundamental definitions we further develop a rigorous notion of architectural similarity based on the notion of “homomorphisms” between architectures. We demonstrate the (theoretical) applicability by deriving some theorems on the characterization n-tier architectures.


Abstract: Building on the definition of concern in IEEE 1471, the authors argue concerns must be first-class entities and concern modeling must be an explicit part of Aspect-Oriented Software Development.


Abstract: The state of the practice in enterprise and software architecture learnt that relevant architectural aspects should be illustrated in multiple views, targeting the various concerns of different stakeholders. This has been expressed a.o. in the ISO/IEC 42010 Standard on architecture descriptions. In the same vein, the research community observed that Architecture Description Languages, or ADLs, should be developed to ad-
dress stakeholders concerns concentrating on the use of viewpoints for their description. This notwithstanding, we notice today a proliferation of ADLs impervious to these guidelines. This imperviousness creates a gap between what the IT industry requires and what ADLs can provide. This gap makes it impossible for practitioners to choose and use the best-fit ADL for his/her requirements. To fill this gap, we must analyze the existing ADLs, and mine and make explicit their addressed concerns, views, viewpoints, and stakeholders. Such an explicit overview can provide practitioners with pragmatic information for selecting the most suitable ADL, and hence support them in the architecting process. This paper reports on initial results in this direction. Given a specific ADL (namely, DARWIN/FSP), it presents a feasibility study on the methodology mapping the concepts of the ISO/IEC 42010 on the DARWIN/FSP ADL.


Annotations: The Open Group’s enterprise architecture framework.


Abstract: Model-Based Systems Engineering (MBSE) is a mysterious concept that means many different things to different stakeholders. MBSE was envisioned to manage the increasing complexity within systems, by replacing traditional document-based system engineering with a model-based approach. However, more than a decade after MBSE was introduced, many systems engineering efforts still default to a “document-like view” rather than integrated, “virtual,” representation of the system. This paper suggests a revised definition for MBSE which supports system design and analysis, throughout all phases of the system lifecycle, and through the collection of modeling languages, model-based processes, structures, and presentation frameworks used to support the discipline of systems engineering in a model-based or model-driven context. To realize this definition, and an environment where the system is virtually represented, the long-sought ontology must be attained for better definition and structure within MBSE. This paper explores how current MBSE methods can be extended to include an ontology.

Annotations: Defines a Business Viewpoint and proposes a viewpoint-based approach to Governance, Risk and Compliance concerns.


Annotations: –.


Annotations: Introduces perspectives following TRAK (cf. Rozanski-Woods version of perspectives). “Architecture views may aggregate into perspectives.” “An architecture view may belong to any number of perspectives.” Seems to limit architecture views to single stakeholder’s concern.


Abstract: The current ISO standards pertaining to the Concepts of System and Architecture express succinct definitions of these two key terms that lend themselves to practical application and can be understood through elementary mathematical foundations. The current work of the ISO/IEC Working Group 42 is seeking to refine and elaborate the existing standards. This position paper revisits the fundamental concepts underlying both of these key terms and offers an approach to: (i) refine and exemplify the term ‘fundamental concepts’ in the current ISO definition of Architecture, (ii) exploit existing standards for the term ‘concept’, and (iii) introduce a new concept, Architectural Structure, that can serve to unify the current terminology at a fundamental level. Precise elementary examples are used in to conceptualise the approach offered.


Abstract: The target audiences for this paper are systems engineers and architects involved in the design of complex systems such as program organizations. This is the first in a series exploring how the design of program organizations developed for the purpose of designing and developing aerospace and defense systems can be optimized. The objective of this paper is to lay the groundwork for an architecture framework for the development of a program organization. The draft standard ISO/IEC 42010 is used to define the structural requirements of the architecture framework. In addition, we use the Zachman Architecture FrameworkTM to organize the framework and the Department of Defense Architecture Framework Version 2.0 (DoDAF 2.0) to create the model environment for the Program Organizational Architecture Framework (POAF). This approach to defining the POAF ensured that we would have the data needed to support our objective to optimize the design of the program organization and hopefully reduce the number of defects inherent in the design. We also believe that we have sufficiently defined the characteristics of a POAF to spur more research in this area.
Abstract: An algebraic approach to the view consistency problem in software development is provided. A view is formalised as a sentence of a viewpoint language; a viewpoint is given by a language and its semantics. Views in possibly different viewpoints are compared over a common view for consistency by a heterogenous pull-back construction. This general notion of view consistency is illustrated by several examples from viewpoints used in object-oriented software development.


Annotations: -.


Annotations: -.


Annotations: Paper motivates introduction of concept of architectural perspectives, contrasting and supplementing IEEE 1471-style viewpoints.


Annotations: Proposes an approach to consistency between views using correspondence rules.


Annotations: Describes an architecture framework for documenting assumptions constructed in the style of 42010 frameworks.


Annotations: A key paper underlying much work on enterprise architecture, and establishing an initial foundation for same.